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## Datatypes

datatype tree =
E (*the empty tree*)
| N tree nat tree (*node having 2 subtrees*)

## Recursive Functions

## need to be total

$$
\begin{aligned}
& \text { (*assuming search tree property*) } \\
& \text { fun getmax : : "tree => nat" where } \\
& \text { "getmax E }=0 " \\
& \text { | "getmax (N _ x E) = x" } \\
& \text { | "getmax }\left(N_{2} \quad r\right)=\text { getmax } r^{\prime \prime}
\end{aligned}
$$

## Consider

fun $f$ where " $f x=f x+1$ "
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\begin{aligned}
& \operatorname{getmax}(\mathrm{E}) \rightarrow 0 \\
& \operatorname{getmax}(\mathrm{~N}(\mathrm{x}, \mathrm{y}, \mathrm{E})) \rightarrow \mathrm{y} \\
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## Solutions

- XML format for proofs (Certification Problem Format - CPF)
- automatic certification of CPF files (using a proof assistant)
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\begin{aligned}
\operatorname{ENC}\left(f \vec{e}_{n}\right) & =\operatorname{Fun} f \quad\left[\operatorname{ENC}\left(e_{1}\right), \ldots, \operatorname{ENC}\left(e_{n}\right)\right] \\
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- rewrite rules for equations $I_{1}=r_{1}, \ldots, I_{k}=r_{k}$

$$
\operatorname{RULES}(f)=\left\{\quad \operatorname{ENC}\left(l_{1}\right) \rightarrow \operatorname{ENC}\left(r_{1}\right)\right.
$$

$$
\left.\operatorname{ENC}\left(l_{k}\right) \rightarrow \operatorname{ENC}\left(r_{k}\right)\right\}
$$

## Main Goal

- encoding emb of type 'a => term
- prove that $\mathcal{C}_{f}$ is contained in
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## Simulation Lemmas

- $n$-ary function $f$
- lemma:

$$
\text { Fun } f\left[e m b x_{1}, \ldots, e m b x_{n}\right] \rightarrow_{\mathcal{R}_{f}}^{*} e m b\left(f \vec{x}_{n}\right)
$$
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## Not Supported

- no data type constructors with functional arguments
- no "lambdas"
- no function variables
- no overlapping patterns
- no incomplete patterns
- no mutual recursion
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## How

refer to paper and Isabelle/HOL formalization
http://cl-informatik.uibk.ac.at/software/ceta

