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Talk overview:
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4. Proof of integrity
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Hoare triples \{P\} f \{Q\} compose down these refinement proofs modulo the abstraction/refinement relation.
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The seL4 “Secure Embedded L4” microkernel is a member of the L4 microkernel family. It is designed to be as general-purpose as possible while providing security guarantees.

It provides objects for threads, virtual memory and communication.

Its permission model is based on capabilities which explicitly grant a thread authority over some object.

There is no policy. Threads, their memory and their capability storage may overlap arbitrarily.

Capabilities can be created, moved, sent through communication channels and shared between threads.
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abstraction :: obj-ref $\Rightarrow$ $\alpha$

policy :: ($\alpha \times$ auth $\times$ $\alpha$) set
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We map authority to communication endpoints and memory into the constructors Send, Receive, Read and Write of the auth type. All other authority we map to the Control constructor.

There are also Grant and Reset constructors. See the paper.
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<table>
<thead>
<tr>
<th>A &amp; B</th>
<th>Integrity &amp; Authority Confinement</th>
</tr>
</thead>
<tbody>
<tr>
<td>C</td>
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</tr>
</tbody>
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We can handle some dynamic cases this way.
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We define the PAS record:

\[
\text{record } \alpha \text{ PAS } = \begin{align*}
\text{pasPolicy} & : (\alpha \times \text{auth} \times \alpha) \text{ set} \\
\text{pasAbs} & : \text{obj-ref} \Rightarrow \alpha \\
\text{pasSubject} & : \alpha
\end{align*}
\]

The PAS record is a \textbf{constant} parameter to all analysis.
Definition

\[ \text{pas-wellformed} \, \text{pas} \equiv \]
\[ \forall \ y. \ (\text{pasSubject} \, \text{pas}, \text{Control}, \ y) \in \text{pasPolicy} \, \text{pas} \]
\[ \rightarrow \ y = \text{pasSubject} \, \text{pas} \]

The current subject cannot have Control authority over any other.
Definition

pas-refined \( pas \ s \equiv \)
\[
\forall (x, auth, y) \in \text{system-auth } s \\
\rightarrow (\text{pasAbs } pas \ x, auth, \text{pasAbs } pas \ y) \in \text{pasPolicy } pas
\]

All authority in the system must be permitted in the policy.
Definition

integrity $pas \ s \ s' \equiv \ldots$

The subject is allowed to cause this transition. Describes what is allowed by Read, Write, Send, Receive and Control.

More details are in the paper.
We set out to prove two Hoare triples.

Integrity:
\[ \forall \text{pas e. pas-wellformed pas} \rightarrow \text{pas-refined pas s} \rightarrow \{ s \} \text{ call-kernel e } \{ s'. \text{ integrity pas s s'} \} \]

Confinement:
\[ \forall \text{pas e. } \{ s. \text{ pas-wellformed pas } \land \text{ pas-refined pas s}\} \text{ call-kernel e } \{ s. \text{ pas-refined pas s}\} \]
Proofs

Lemma receive-async-ipc-pas-refined:
\[\forall \text{cap. pas-refined pas s} \land (\forall \text{aepptr } \in \text{obj-refs cap. pasAbs pas t, Receive, pasAbs pas aepptr}) \in \text{pasPolicy pas})\]
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Lemma receive-async-ipc-integrity:
\[\forall \text{ pas cap st. } \{s. \text{ integrity pas st s} \land \text{ pas-refined pas s} \land \text{ valid-objs s} \land \text{ pasAbs pas t = pasSubject pas} \land \langle \forall \text{ aepptr } \in \text{ obj-refs cap. pasAbs pas t, Receive, pasAbs pas aepptr} \rangle \in \text{ pasPolicy pas} \}\]\nreceive-async-ipc t cap
\{s. \text{ integrity pas st s}\}
We’ve done this before.

Conclusions

- Defined Integrity for seL4, and not the textbook way.
- Proven that seL4 Enforces Integrity.